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Isar proof language hides goal/subgoal mechanism

Emacs ProofGeneral

<table>
<thead>
<tr>
<th>Isar toplevel</th>
</tr>
</thead>
<tbody>
<tr>
<td>Isabelle</td>
</tr>
<tr>
<td>Provers</td>
</tr>
<tr>
<td>Theories</td>
</tr>
<tr>
<td>rewriting</td>
</tr>
<tr>
<td>matching</td>
</tr>
<tr>
<td>pretty printing</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Isar</th>
</tr>
</thead>
<tbody>
<tr>
<td>Contexts</td>
</tr>
</tbody>
</table>
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Present ISAC adds Scripts and interpreter.
The next version will exploit Isars contexts.
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Math production ....

fun appliedmath(args) val somevar = ... result ...
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